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Abstract

Developing code free of defects is a major concern for the object-oriented software community. In
this paper, we classify design defects as those within classes ( intra-class), those among classes ( inter-
classes), and those of semantic nature (behavioral). Then, we introduce guidelines to automate the
detection and correction of inter-class design defects: We assume that design patterns embody good
architectural solutions and that a group of entities with organization similar, but not equal, to a design
pattern represents an inter-class design defect. Thus, the transformation of such a group of entities,
such that its organization complies exactly with a design pattern, corresponds to the correction of
an inter-class design defect. We use a meta-model to describe design patterns and we exploit the
descriptions to infer sets of detection and transformation rules. A constraints solver with explana-
tions uses the descriptions and rules to recognize groups of entities with organizations similar to the
described design patterns. A transformation engine modifies the source code to comply with the rec-
ognized distorted design patterns. We apply these guidelines on the Composite pattern using Ptidej,
our prototype tool that integrates the complete guidelines.
Keywords: OO design, design defects, design patterns, constraints, source code transformation.

1: The problem of detecting and correcting design defects
Developing quality code is a major concern for the software community. Producing bug-free, exten-

sible, and adaptable code is a hard task. It requires skills, experience, and a deep understanding of the
structure and behavior of the software under development. Methods (such as eXtreme Programming
[3]) and tools (suchlike IDEs1) exist to alleviate the coding task for developers. However, helping in the
comprehension and modification of the application is still a major problem. This problem is even more
acute for maintenance.

The maintenance tasks consist in (1) analyzing (unknown) source code to understand2 its structure
and behavior; in (2) spotting the places that need modifications to implement new requirements or to
correct defects; finally, in (3) modifying the code without breaking up the rest of the software. Mainte-
nance represents 75 percent of the life cycle of an application and the comprehension of the software takes
up to 80 percent of the maintainers’ time [42]. Therefore, the correction, extension, and adaptation of
legacy object-oriented software are left to experts with both forward engineering and reverse engineering
skills that can efficiently picture large and complicated software.

To perform maintenance tasks, developers must first accurately identify defects3 in the software
design. Systems [5, 25, 26, 33, 43] exist to visualize software using high-level representations to help the
identification. Then, developers may use refactoring [13, 22, 35] to eliminate defects and to improve the
overall software quality. Refactoring decreases the cost of maintenance and facilitates modification in
response to changing requirements. However, there is a general lack of tools for automating the task of
identifying design defects.
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†This work is partly funded by Soft-Maint – 4, rue du Château de l’Éraudière – 44 324 Nantes – France.
1IDE stands for Integrated Development Environment, such as IBM’s VisualAge for Java or Symantec’s VisualCafé.
2The associated documentation should solve this problem. However, documentation often is either incomplete or missing

(as stated by [33] and others).
3In the rest of this paper, the term defects includes design defects and any architectural choices that impede the

implementation of new requirements.
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We believe that methodologies and tools can help developers in automatically detecting and correcting
design defects. Unfortunately, design defects do not belong to a unique category. We classify design
defects according to their scope within the application. Using this criterion, we distinguish three main
types of design defects: Intra-class, inter-class, and behavioral. In section 2, we propose a classification
of design defects found in the literature following these three categories. We show that intra-class design
defects have been studied and automated extensively in literature. We also show that little has been
done to automate the detection and correction of behavioral and inter-class design defects. The main
reason is the lack of formalization and the need to rely on experts’ intuition.

Consequently, we propose guidelines to automate the detection of inter-class design defects based
on design patterns and using constraints. In Section 3, we postulate that detecting group of entities
(classes, interfaces) with participants (type, number, etc.) and relationships (inheritance, association,
etc.) similar to well-known design patterns is equivalent to the detection of a subset of inter-class design
defects. The guidelines, presented in Section 4, consist in (1) formalizing design patterns using a meta-
model; in (2) decorating the resulting model with detection (constraints) and transformation rules; in
(3) using a constraints solver with explanations to detect into source code groups of entities similar to a
modelled design pattern; and finally, in (4) transforming the source code to comply with the specification
given by the design pattern model. We illustrate these guidelines with an example based on the Composite

pattern and using Ptidej, a prototype tool that integrates the four steps of the guidelines.
Finally, in section 5, we discuss the guidelines proposed and the results obtained, and we give future

direction of studies.

2: A classification of design defects
By introducing a classification of design defects, we aim to discover recurring detection and correction

methods. This classification will ease the assessment of new reengineering techniques and tools. Sorting
and classifying design defects is complex because of the multiple points of view available. In the presented
classification, we do not intend to give an exhaustive view on design defects but to offer a common
framework to be discussed, enriched, and evolved.

2.1: The basis

We establish the current classification from the literature [1, 5, 9, 10, 12, 13, 16, 19, 20, 21, 22, 27,
29, 35, 38, 39, 40, 41, 42], based on the scope of the design defects inside an object-oriented applications.
It distinguishes among design defects involving the internal structure of a class, design defects involving
interactions among classes, and design defects relating to the application semantics. We retain these
three categories because they represent three distinct levels of abstraction and thus must rely on different
detection and correction techniques.
I DD1 , intra-class: This category includes any design defect related to the internal structure

of a class. It embodies stylish and syntactic defects: Defects in the structure of the class or
its members. For examples, lines longer than 70 characters [19] are difficult to read and print.
Unused fields [38] disturb or confuse readers and make the classes bigger. Methods with too
many invocations or statements [10] are error-prone and difficult to maintain and to extend.

I DD2 , behavioral: All the design defects related to the application semantics belong to this
category. The ”Year 2000 problem” [42] (due to the storage of years on only two digits) is
a typical behavioral design defect. Another example of behavioral design defects concerns
changes in the environment of a system. An algorithm computing the trajectory of fireworks
may be perfectly valid on Earth and completely wrong on the Moon, because of the change
of gravity, the lack of atmosphere, . . .

I DD3 , inter-class: This category encloses any design defect related to the external structure
of the classes (their public interface) and their relationships. All design defects in the appli-
cation architecture belong to this category. For example, mixing different algorithms within a
single data structure is an architectural defect: The algorithms overweigh the data structure,
the data structure extension is slowed down because it must be modified every time a new
algorithm is added and it is likely to grow rapidly out of control [15].

2.2: An evolution

These three categories are not orthogonal and several design defects do not fit simply in a single
category. We define four additional categories as the intersections of the three previous ones. These
categories allow a finer-grain classification of the design defects. It is now possible to distinguish among



design defects relative to any combination of syntactic, structural, semantic, or architectural defects.
These supplementary categories also allow differentiating among design defects that root in one category
and imply changes in another one. For example, duplicated code across classes [10, 13, 40] is detected
into the internal structures (DD1) of the classes, but the resulting defects appear in both their internal
structures (DD1) and their architecture (DD3).

This combination of the location and the effects on the ar-

Figure 1: The ten categories.

chitecture of the design defects might seem confusing, but we
believe it is relevant to enhance the distribution of design de-
fects over the different categories and to allow finer-grain com-
parisons of the associated detection and correction techniques.

Thus, evolving from the three main categories, we intro-
duce ten categories to classify the design defects, as in Figure 1.
These categories are intra-class design defects (DD1), behav-
ioral design defects (DD2), inter-class design defects (DD3),
and:
I DD4 = DD1 ∩ DD2: Design defects involving both the semantics of the class and its internal

structure. This set is divided in two parts: DDclockwise
4 , defects in the behavior of the

class which corrections imply changing its structure. For example, equality tests on String

instances [40]. And DDanti−clockwise
4 , defects in the internal structure of the class which

correction implies changing its behavior.
I DD5 = DD1 ∩ DD3: Design defects related to both the internal and external structures

of the classes. It is partitioned between DDclockwise
5 , the group of design defects internal

to the class which corrections imply changes to the application architecture. For example,
duplicated code among classes [27] reveals a need to change the architecture to factor out the
duplicated code. And DDanti−clockwise

5 , design defects in the architecture involving changes
to the internal structure of classes. For example, the use of the Composite pattern [15] when a
single field could be used [39].

I DD6 = DD2 ∩ DD3: Design defects related to both the architecture and the behavior of the
classes. This set is composed of DDclockwise

6 , set of design defects related to the application
architecture and which corrections imply changing the semantics of its classes. For example,
a ”God” class [34] is a sign of a bad architecture, which improvement implies changing the
semantics of (at least) the ”God” class. And DDanti−clockwise

6 , design defects in the behavior
of classes, which corrections imply changes in their architecture. For example, a derived class
not preserving its base class invariant [41] needs to have its inheritance link reconsidered.

I DD7 = DD1 ∩ DD2 ∩ DD3: The set of all the design defects implying the structure, the
semantics, and the architecture of the application.

2.3: The results
Table 1 on the right presents the number of de- Design defects Number of

design defects
Number of auto-
matic correction or
detection methods

DD1 intra-class 27 5
DD2 behavioral 1 1
DD3 inter-class 9 1
DD4 0 0

DDclockwise
5 16 5

DDanti−clockwise
5 4 0

DD6 0 0
DD7 8 0

Table 1: Number of design defects by category.

sign defects found in the literature following the ten
previous categories. We found 61 different design de-
fects [17]. Among those 61 design defects, 13 were
related to the actual architecture of the classes4 (9
in the DD3 category and 4 in the DDanti−clockwise

5

category), whereas 39 correspond to defects in the
internal structure of the classes (27 in the DD1 cat-
egory and 12 in the DDclockwise

5 category). That
is, 25 percent of the intra-class design defects have
automatic detection or correction methods (not including the design defects for which it exists manual
procedures). This figure drops to 8 percent for the inter-class category.

These results corroborate what we had intuitively expected: Intra-class design defects have been
more extensively studied and automated. A reason is the similarity of intra-class design defects with
defects in procedural programming languages. Procedural programming languages exist for more than
50 years and have been subject to several studies [24, 37], whereas the first catalogue of good object-
oriented architectural practices only appeared in 1994 with ”Design Pattern: Elements of Reusable
Object-Oriented Software” [15].

4In the rest of this paper, intra-class design defects refer to the design defects from category DD3 and DDanti−clockwise
5 .



3: The problem of automating the detection and correction of inter-
class design defects

3.1: The problem and its hypotheses

Many studies [10, 13, 20, 38, 40] address the problems of automating the detection and the correction
of intra-class design defects. Few studies aim at the automation of both the detection and correction
of inter-class design defects. Inter-class design defects [10, 32, 39] appear in the architecture of the
application, their detection requires understanding the software architecture. Inter-class design defects
are difficult to define independently of the application and its context (foreseen evolution, life span,
cost, ...): A same architecture may be valid for an application and incorrect for another. Thus, we need
a repository of good designs independent of the context for reference. We must restrict the problem of
automatically detecting and correcting inter-class design defects to defects that are context-independent
and related to well-known architecture.

We make four hypotheses: (1) Design patterns published in [15] embody quality architectural solutions,
independent of the context or of the language; (2) Inter-class design defects and design patterns relate
to one another; (3) The detection of groups of entities similar to a design pattern corresponds to the
detection of a subset of design defects; and, (4) The modification of the groups of participants and
their relationships, such that they comply precisely with the design pattern, improves the quality of the
architecture.

The first hypothesis is legitimate because the patterns in [15] assume a general Smalltalk- or C++-level
object-oriented programming language. These patterns address common everyday-life object-oriented
programming problems. Therefore, we assume that these design patterns are language and domain
independent. The second hypothesis reminds that software architecture is the common denominator
between design patterns and inter-class defects. The third and fourth hypotheses are working hypotheses
[31] and thus arguable. Future studies on the automatic detection and correction of inter-class design
defects will prove, disprove, or modify these hypotheses.

3.2: The design patterns as references of good designs

[15] contains twenty-three design patterns. A design pattern describes a standard solution to solve
a common design problem. This solution captures design concepts of experienced software engineers
[4]. It is presented in a semiformal record including four essential sections: (1) A name identifying
the pattern in a unique and meaningful way (related to the problem addressed); (2) A description of
the design problem, with examples or situations where this problem may arise; (3) A solution to the
problem, including graphical representations (based on OMT), entities participating to the solution and
their responsibilities; and, (4) A list of the consequences and results to be expected from the solution.

In our attempt at automating design defects detection and correction, we choose to ignore the section
describing the problem addressed by a design pattern. The problem is presented more often as the
rationale to apply the pattern rather than as the design defects to correct. It is difficult to deduce formal
detection rules from the rationale, although they are highly useful to understand the purpose of the
pattern. On the contrary, design patterns solutions define good design architecture (or micro-architecture
[25]) in a semiformal way. We can use these solutions as our repository of references. Detecting these
solutions in source code help understanding the application [25, 28, 43] and we believe that the detection
of architectures similar, but not equivalent, to these solutions highlights poor design solutions [20] needing
improvements. We use the formalization of design patterns solutions5 using our meta-model for both
code understanding and design defects detection.

3.3: A meta-model for design patterns

There exist several meta-models for representing design patterns but none are specifically designed
towards detection and code transformation. [30] introduces a meta-model for design patterns instantiation
and validation but without support for code generation. In the tool PatternGen [36], the meta-model
does not support code generation (another module handles it) and it offers no patterns detection. In [11],
the fragments-based system allows only representation and composition of design patterns.

We define a meta-model that handles uniformly design patterns instantiation6 and detection. The
meta-model embodies a set of entities and the interaction rules among them. All the entities needed

5In the rest of this paper, we refer to design patterns solutions as “design patterns” because the solutions capture the very
intent (architecture) of the design patterns.

6Instantiation refers to the transformation of existing code to comply with the specification of a design pattern or to the
production of the code implementing a design pattern.



Figure 2: A UML-like partial representation of our meta-model.

to describe structure and behavior of design patterns introduced in [15] are present. Figure 2 shows a
fragment of the meta-model.

A model of pattern is reified as an instance of a subclass of class Pattern. It consists in a collection
of entities (instances of PEntity), representing the notion of participant as defined in [15]. Each entity
contains a collection of elements (instances of PElement), representing the different relationships among
entities. If needed, new entities or elements can be added by specialization.

The meta-model defines the semantics of the design patterns. A pattern is composed of one or more
classes or interfaces, instances of PClass and PInterface and subclasses of PEntity. An instance of PEntity

contains methods and fields, instances of PMethod and PField. The association and delegation relationships
are expressed as elements of Pentity, using the PAssoc and PDelegatingMethod classes. The detailed rules of
operation and use of the meta-model are out of the scope of this paper and will not be discussed further.

We formalize design patterns using the meta-model. The reified design patterns become first-class
entities that we can manipulate and about which we can reason. We use the reified design patterns
to generate source code and to detect similar set of entities (classes and interfaces) in source code:
Design patterns are detected and instantiated depending on their declarations, not depending on external
specifications. Section 4 presents an example of how the meta-model is used to describe design patterns.

3.4: The meta-model, the constraints, and the transformation rules

We use the meta-model to define abstract models of design patterns. An abstract model describes the
entities of a design pattern and their relationships. It is qualified as abstract because of its independence
from any particular context. We use this abstract model to detect sets of entities matching the description
of this design pattern in a given source code. Once the identification of sets of entities done, we transform
the corresponding source code such that it complies with the design pattern abstract model.

To detect sets of entities similar to a design pattern, we use a constraints solver with automatic
constraint relaxation [18]. We express the constraints using the Claire programming language [8] v2.5.4,
used to implement the Propagate and Learn with Move (PaLM) constraints solver. The PaLM solver
[23] is different from other constraint solvers (such as the Ilog constraint solver) because it provides
contradiction explanation and automatic constraint relaxation. A contradiction explanation is a set
<X, E>, where X is a set of variables, and E ⊂ C a subset of the constraints, such as <X, E> is a problem
with no solution. Each constraint is weighted and the system automatically relaxes the constraints from
E within a given weight range when no more solutions are found. The weights do not create a hierarchy
of constraints. They distinguish constraints from one another and solutions from one another.

This approach presents two main advantages: (1) The system automatically discovers distorted forms
of a design pattern in source code from a precise definition of it. Thus, this approach differs from the
use of logic programming [25, 33, 43] where developers need to foresee and explicitly express all possible
distortions. (2) Each solution of a distorted form is associated with the set of constraints relaxed to
obtain it. Thus, it is possible to explain a solution according to the constraints relaxed. For example, if a
constraint states class must be public, the distorted solutions – found without this constraint – reference
this constraint as the reason why they are solutions.



A constraint is a set <<V1, D1>, <V2, D2>,..., <Vn, Dn>, R> where Vi is a variable, Di the domain of the
variable and R the relation to be maintained among the variables Vi over their domains Di. The detection,
in a given source code, of the entities which relationships satisfy the description given by an abstract
model of a design pattern implies that: (1) The variables corresponds to the constituents of the abstract
model. Therefore, a variable may be any of the constituents defined by the meta-model (i.e., a class,
an interface, an association, etc.). (2) The domain of a variable is the set of all the constituents of the
source code which types are equal to the variable type. (3) The relationships among variables enforce the
relationships declared in the abstract model. For example, the class must be public constraint is defined
as:

ClassMustBePublic: <<aClass, Dclass>

public ∈ aClass.modifiers>

with: Dclass = {All the classes in given the source code}
Class.modifiers = {Modifiers of a class}

Because we use the constituents extracted from the source code as domains for the variables corre-
sponding to the constituents of the abstract models, we exploit the same meta-model to describe both
the abstract models of design patterns and the source code.

A distorted solution knows which constraints the solver relaxed to obtain it (i.e., which constraints
specified by the design pattern abstract model are not verified). We use this information to automatically
transform the source code. Transformation rules are associated with each constraint. These rules express
the transformations our transformation engine, JavaXL [2], performs on the source code to verify the
associated constraint. JavaXL is a source-to-source transformation engine dedicated to Java. Its purpose
is to provide a set of operations to modify any Java source code. For example, the transformation rule:

Class c | c.setVisibility(PUBLIC) contains the operation: setVisibility(PUBLIC)

and is associated with the constraint class must be public. A solution with this constraint relaxed contains
classes that are not public7 . The transformation is applied automatically on all the classes of the solution
to change their visibility to public.

4: The guidelines and the Composite pattern
This section illustrates our guidelines using the Com-

Figure 3: The Composite pattern architecture.

posite pattern example. The Composite pattern composes
”objects into tree structures to represent part-whole hi-
erarchies. Composite lets clients treat individual objects
and compositions of object uniformly” ([15] page 163).
We use the implementation version where child manage-
ment is defined in the Composite class, which is the most
common use of this pattern (for instance, see classes
Component and Container of the Java AWT8 package). The
Composite pattern is a relatively simple structural design
pattern and is often used as an example either for code production [6] or for detection [5, 43]. Despite its
simplicity, it includes all the common constituents of structural patterns: Classes and interfaces; methods
and fields; and, inheritance, association, and delegation relationships.

Using the Composite pattern, the guidelines consist: In (1) defining the abstract model of the design
pattern to detect. The pattern Composite is described using the constituents provided by the meta-model.
This description is straightforward following the preceding class diagram. In (2) declaring the detection
and transformation rules according to the design pattern specification. In (3) modelling the given source
code using the meta-model. In (4) applying the detection rules on this model. And, in (5) applying the
transformation rules associated with the constraints relaxed for each solution (if a solution corresponds to
the complete specification of the design pattern, it is not associated with any relaxed constraint, therefore
no transformation rules are applicable).

A tool, Ptidej9 , integrates these guidelines. It is used (1) to map the meta-model over a given
source code; (2) to offer a graphical representation of the mapping; (3) to call the solver; (4) to present
the solutions to the constraints system; (5) to apply the transformations; and, (6) to present graphically
the modified source code.
4.1: The Composite pattern abstract model, detection, and transformation rules

The abstract model is expressed as the Java class Composite, subclass of the class Pattern, in a declar-
ative manner using constituents of the meta-model. The table on the left, in Figure 4, shows a fragment

7Since the constraint class must be public has been removed, public classes also belong to the distorted solutions.
8Abstract Window Toolkit
9Patterns Trace, Identification, Detection and Enhancement for Java.

A demo is available at www.yann-gael.gueheneuc.net/Work/PtidejDemo.html



of this declaration. The table on the right, in Figure 4, shows the constraints used to detect groups
of entities similar to the Composite pattern into a given source code. The constraints also contains the
transformation rules.

Composite pattern abstract model definition
class Composite extends Pattern {
The declaration takes place in the Composite class con-
structor
Composite(...) {
...

Declaration of the Component actor
component = new PInterface("Component")
operation = new Pmethod("operation")
component.addPElement(operation)
this.addPEntity(component)

Declaration of the association children targeting the Com-
ponent actor with cardinality n
children = new PAssoc("children", component, n)

Declaration of the Composite actor
composite = new PClass("Composite")
composite.addShouldImplement(component)
composite.addPElement(children)

The operation method defined into the Composite actor
implements the method operation of the Component actor
and is linked to it through the association children
aMethod = new PdelegatingMethod( "operation", children)
aMethod.attachTo(operation)
composite.addPElement(aMethod)
this.addPEntity(composite)

Declaration of the Leaf actor
leaf = new PClass("Leaf")
leaf.addShouldImplement(component)
leaf.assumeAllInterfaces()
this.addPEntity(leaf)
}
Declaration of services specific to the Composite pattern
...

For example, the service addLeaf to dynamically adds new
Leaf actor to the current instance of the Composite pat-
tern
void addLeaf(String leafName) {
PClass newPClass = new PClass(leafName)
newPClass.addShouldImplement(
(PInterface)getActor("Component"))
newPClass.assumeAllInterfaces()
newPClass.setName(leafName)
this.addPEntity(newPCclass)
}

Definition of the detection and transformation rules
Four variables are declared for the constraint
problem: One for each entities of the pattern
(Composite,Component, and Leaf) and one for the
type of the association between Composite and Compo-
nent. The type could just be Component, however, we
need an extra variable to allow a finer-grain detection of
similar groups of entities.
[problemForCompositePattern() : PalmEnumProblem ->
...
let pb := makePalmEnumProblem("Composite Pattern",
length(listC), length(listC)),
leavesTypes := makePtidejIntVar(pb, "LeavesType", ...
leaves := makePtidejIntVar(pb, "Leave", ...
composites := makePtidejIntVar(pb, "Composite", ...
components := makePtidejIntVar(pb, "Component", ...

The entities playing the role of component must be sub-
classes of the entities playing the role of composite.
post(pb, makeStrictInheritanceConstraint(

"Composite, Component |
javaXL.XClass c1, javaXL.XClass c2 |
c1.setSuperclass(c2.getName());",

composites, components), 50),

The entities playing the role of leaves must have a com-
mon super-class and this super-class must be the entity
playing the role of LeavesTypes in the given source code.
Post(pb, makeStrictInheritanceConstraint(

"Leave, LeavesType |
javaXL.XClass l1, javaXL.XClass l2 |
l1.setSuperclass(l2.getName());",

leaves, leavesTypes), 75),

An inheritance constraint exists among the entities play-
ing the role of LeavesTypes and the entities playing the
role of Components.
Post(pb, makeInheritanceConstraint(

"throw new RuntimeException(\"...");",
leavesTypes, components), 16),

The entities playing the role of composite have a compo-
sition link with the entities playing the role of leaves.
Post(pb, makeCompositionConstraint(

"throw new RuntimeException(\"...");",
composites, leaves), 90),

The type of the components must be the same as the type
of the common super-class of all the leaves, LeavesTypes.
This constraint is not deduced from the abstract model.
It is added by experience.
Post(pb, makePropertyTypeConstraint(

"throw new RuntimeException(\"...\");",
composites, leavesTypes, componentsType), 90),

Composite and leaves are different.
Post(pb, composites <> leaves, 100), pb)]

Figure 4: The Composite pattern abstract model, detection, and transformation rules.

4.2: The Composite pattern in a text document description application
The input source code in which we want to detect the Composite design pattern is a simple application

of text document description. A Document contains elements (class Element), which can be Title, Paragraph
or indented paragraph, ParaIndent. The Main class creates an instance of Document and fills it up with
titles, paragraphs, and indented paragraphs. The relationships among the classes Element, Document, Title,
Paragraph and ParaIndent are typical of a Composite pattern. However, class Document should be a subclass
of Element because we want a uniform interface between the composition object and individual objects.

We apply the constraints defined for the Composite pattern on the source code corresponding to the
application modelled using the meta-model. Figure 5 (on the left) shows a graphical UML-like10 repre-
sentation of the application.
4.3: The application of the detection

The constraints solver generates the set of all the groups of entities similar to the abstract model of
the Composite pattern found. These groups are visible on the Figure 5 (in the middle) as the gray boxes

10A class is depicted as a box containing the class name. An association is represented as a plain arrow from the aggregate class
to its component with a diamond at its base. A dotted arrow pictures an instance creation. A square line with an empty triangle
corresponds to inheritance.



outlining the classes. The group of entities Element, Paragraph and Document is one example. The greater is
the number of constraints relaxed, the less similar to the Composite pattern is the group solution and the
lighter are the outlining boxes.

4.4: The application of the transformations

The gray-shaded boxes represent entities belonging to (at least) one group of entities similar to the
Composite pattern. When a box is selected, the tool highlights all the entities belonging to this particular
group and presents the related information: The degree of similarity of group with the original abstract
model, the constituents of this group, their values and the associated transformation rules.

On the following example the group composed of classes Element, Document and Paragraph is similar at
50% to the Composite pattern. The transformation to apply is given by the XCommand field:

Composite, Component |
javaXL.XClass c1, javaXL.XClass c2 |
c1.setSuperclass(c2.getName());

That is, the class playing the role of Composite must be subclass of the class playing the role of Component:
In the example, the class Document must be subclass of class Element.

The transformation engine performs automatically the modifications on the application by executing
the XCommand on the source code. Then, the result is loaded back into the tool. Figure 5 (on the right)
illustrates the resulting architecture of the application:

Figure 5: The original application, a selection, and the refactored application.

5: The Guidelines: fitness and pitfalls
We now discuss our guidelines: It is desirable to automate detection and correction of design defects

related to design patterns and guidelines using constraints are original. However, this problem is difficult,
and full automation is unachievable. We present here observations that lead us to lessen our claim for a
fully automatic reengineering process.
I Description of the design patterns. The meta-model we introduced is specifically oriented

towards design pattern detection and instantiation. It allows us to describe and to detect most
of the design patterns in [15]. However, our meta-model suffers the limitations of other meta-
models: (1) It lacks of expressiveness with respect to the dynamic aspect of the application,
it expresses relationships among entities, not among instances; (2) It needs to be further
specialized to allow a finer-grain control over the constraints and transformation rules. We
demonstrate this problem when declaring the constraints associated with the Composite pattern.
We need a constraint on the type of the entities playing the role of leaves to detect a wider
range of similar groups. This problem is comparable to the use of logic programming, although
it is less severe because it does not compromise the automation of the detection of a subset of
design defects. It increases only the number of false negative, and thus decreases the number
of groups of entities found to need improvements.

I Definition of the detection rules. We express the detection rules as constraints over the set
of the meta-model constituents. The set of rules to detect a given design pattern is so far
written by hand independently of the pattern abstract model. It is one of our objectives to
automatically generate the set of detection rules needed to detect a design pattern from the
corresponding abstract model. Furthermore, we want to use the weights associated with each
constraints as a mean to differentiate solutions. However, setting weights automatically may
not be possible and may impede further the automation.

I Application of the constraints. The domain of the constraints is the given source code.
We express the source code with the same meta-model used to describe design patterns,



because the variables in the constraints correspond to the constituents of the design pattern
abstract models. We need to ensure that a model of the given source code can be obtained
automatically. Because not all the information is always decidable, the lack of information
limits the expressiveness of the meta-model and the automation of the detection process. For
example, if a generic collection11 is used, the type of an association may be known only at run-
time. Scalability is also an issue: Mapping our meta-model over a large application is a slow
and fragile process and requires a large amount of memory. This fragility reduces the range of
applications we can deal with. However, once the meta-model is obtained, the detection does
not present the same weaknesses: Constraints are already used to solve industrial problems.

I Application of the transformations rules. The system can automatically apply all the
needed transformations to convert distorted forms of design patterns into the described forms.
Sets of transformation rules are associated with each constraint. They contain the transfor-
mations necessary to modify the source code to satisfy the constraints. But, it is unlikely
that transformation rules can be associated with all constraints. We deduce constraints from
design pattern abstract models, using meta-model constituents. Transformation rules work at
the source code level. We cannot cross easily the semantic gap between constraints and trans-
formation rules. For example, the composition constraint of the Composite pattern involves an
abstraction that has many implementations at the source code level.

6: Conclusion
In this paper, we first introduced a classification of design defects based on their scope within the

application and related to the automation of their detection and correction. The three main categories
are intra-class design defects, behavioral design defects, and inter-class design defects. This classification
shows that intra-class design defects, related to the structure of classes (classes, methods, fields, etc.), have
been extensively studied, whereas inter-class design defects, related to the architecture of the application,
need to be further considered.

This classification into three categories (plus seven additional composite categories) is an interesting
starting point. However, the classification does not provide a sufficiently precise division. We believe we
ought to divide design defects into additional categories. For example, we will divide intra-class design
defects into: (1) syntactic design defects; (2) structural design defects; and, (3) intra-methods design
defects. Such an extra partitioning will distribute design defects more accurately and will make possible
the comparison of related techniques and of detection and correction tools. The classification also needs
to include more works from the literature.

Then, we propose guidelines for the automatic detection and correction of inter-class design defects,
based on design patterns and using constraints with explanations. We hypothesize that design patterns
represent good architectures and that pieces of code similar to design patterns represent potential places
for improvements. We define a meta-model used to model design patterns and source code. We deduce
detection rules and transformation rules manually from design pattern abstract models. The detection
rules are defined as constraints on the source code, associated with transformation rules that modify the
source code such that it complies with the constraints.

However, we must develop our hypotheses: We must consider domain specific-knowledge in the meta-
model because what seems to be an improvement in most cases may introduce a defect in few cases.
Moreover, the guidelines do not address the different levels of abstraction between detection constraints
and transformation rules. The preceding limitations reduce our aspiration to fully automatic detection
and correction of design defects.

We plan to further investigate the possibilities of including domain-specific knowledge and mechanisms
to measure the degree of improvement — using design metrics [7]. Another direction of research consists
in integrating both constraints and transformation rules in the meta-model. It will imply a finer-grain
definition of the meta-model that may impede its robustness and conciseness. Two distinct meta-models
may be a solution: One (high-level) for the design pattern specification and another (low-level) for the
source code description, with the constraints and the transformation rules linking the two levels.

We will also test our guidelines on larger real-life applications to evaluate precisely its efficiency and
scalability. For example, JHotDraw [14] contains more than 125 classes and identifies several design
patterns.

Finally, we will develop our guidelines into a complete methodology including other categories of
design defects.

11The class Vector in Java is an example of generic collection: All of its elements are typed as Object instances at compile-time.
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