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Abstract

We introduce the PTIDEJ project and its tool suite
to evaluate and to enhance software quality by promot-
ing patterns. First, we summarise the components of
the tool suite and describe its implementation in Java,
which uses several architectural, design, and language
patterns. Then, we take position on issues related to
pattern claims, choices, uses, and limits from our ex-
perience with pattern definition, formalisation, use for
reverse-engineering and for implementation.

1 Introduction

The PTIDEJ! project (Pattern Trace Identification,
Detection, and Enhancement in Java) aims at develop-
ing a tool suite to evaluate and to enhance the quality
of object-oriented programs, promoting the use of pat-
terns, at language-, design-, or architectural-level [4].

So far, the tool suite allows, through its user-
interface, to create a model of a program from its source
code, to identify micro-architectures similar to a design
pattern, and to call various generators, analyses, and
external tools on the program model. Figure 4, on the
last page, summarises the functioning of the tool suite.

The PTIDEJ project decomposes in:

e A meta-model, PADL (Pattern and Abstract-
level Description Language), to describe the struc-
ture of motifs—the “Solution” parts in pattern
definitions—and of object-oriented programs.

e A library of design motifs from design patterns
[6], including Chain of Responsibility, Composite,
Observer, Visitor. ..

e Several parsers to build models of programs from
different source code representations, including
AOL [1], C++ files and Java class files.

LPriDEJ stands for “breakfast” (in French argot) and is pro-
nounced “tE-dAzh (as in Pterodactyl and Déja vu).

e A library of software metrics, POM (Primitives,
Operators, Metrics), to compute well-known met-
rics on models of programs, such as Chidamber
and Kemerer’s metrics [3].

e A library of generators and analyses to be applied
on models of programs and of motifs.

e An explanation-based constraint solver [10],
PTIDEJ SOLVER, to identify micro-architectures
similar to motif models in program models.

e A dynamic analyser for Java, CAFFEINE, based
on a Prolog engine and the Java debug interface
to define relationships among classes precisely.

e A library of graphic widgets, PTIDEJ Ul, to dis-
play models of motifs, of programs, and dynamic
data from CAFFEINE.

e Several user-interfaces (see Figure 3 page 8 for an
example) to access the functionalities provided by
the PTIDEJ tool suite:

— Parse and create models of programs.

— Enhance models of programs with dynamic
data from program executions.

Visualise created models.

— Identify micro-architectures similar to a de-
sign motif model in a program model.

— Visualise the identified micro-architectures.

— Call generators (i.e., Java generator), anal-
yses (i.e., a systematic UML-like analysis),
and external tools (i.e., DOTTY) on models.

In Section 2, we summarise the implementation of
the PTIDEJ tool suite, focussing on the choice and use
of patterns. Then, in Section 3, we discuss pattern
claims, choices, uses, and limits. Finally, in Section 4,
we conclude with our positions on patterns and some
open questions we would like to discuss.



2 Implementation of Ptidej

In this section, we present the implementation of the
PTIDEJ tool suite, which uses architectural, design, and
language patterns. We focus on the main classes and
packages and on the patterns without specifying every
implementation details.

In particular, we do not detail two important tools of
the PTIDEJ tool suite: CAFFEINE and PTIDEJ SOLVER
because these tools have been described elsewhere (see
[8] and [9], respectively) and because these tools do not
participate directly to the architecture of the PTIDEJ
tool suite and thus to the patterns used.

2.1 Architecture

We chose a layered architecture to build the PTIDEJ
tool suite. A layered architecture allows us to build
generators, analyses, and user-interfaces on a stable
and well-tested meta-model.

Thus, we decompose the tool suite in two parts: One
part related to the PADL meta-model and one part
related to the PTIDEJ UI graphic framework.

The PTIDEJ tools suite is implemented 100% in
Java, using the ECLIPSE development platform [13]. It
decomposes in about 30 projects, 190 packages, 1,150
classes for 74,000 lines of code.

2.2 Design

The PADL Meta-Model. Figure 1 next page
shows a UML-like class diagram representing the ar-
chitectural layers corresponding to the PADL meta-
model, their main packages and classes, and the design
patterns used in the design.

The diagram decomposes in three horizontal parts
representing three different layers of services: First,
CPL (Common Ptidej Library); Then, PADL; Finally,
PADL CrLASSFILE CREATOR, PADL AOL CREATOR,
POM, and PADL ANALYSES.

The first layer, CPL, declares utility classes and li-
braries used across the whole PTIDEJ tool suite, such
as CFPARSE [7] and JAVASSIST [2]. In particular, this
layer declares the ClassLoader and SubtypeLoader
classes, which we use to handle files and directories
uniformly. This layer also declares the util.awt pack-
age, which classes are used to handle user interaction
in various places. The dependency on JAVA AWT does
not prohibit independence from the graphic library be-
cause JAVA AWT is always present in our target run-
time settings (J2SE or J2EE, not J2ME).

The second layer, PADL, declares the meta-model
to describe models of programs and of motifs. The

meta-model defines several constituents (for example,
IIdiomLevelModel, IMethod) that are interfaces which
implementations are combined to describe structural
models of programs and of patterns (and subsets of
their behaviours).

The constituents of the meta-model are loaded in
the tool suite dynamically: The implementations of the
IFileRepository interface serves to access the con-
stituents uniformly whether they are available in the
form of class-files, of a JAR file...

The padl.kernel and padl.kernel.impl packages
declares respectively the types of the constituents (as
Java interfaces, hence the ‘I’ in front of each name)
and their implementations. We use the Abstract Fac-
tory design pattern to manage the concrete instanti-
ation of the constituents, the concrete factory, class
Factory, follows the Singleton design pattern. We use
the Builder design pattern to let the parsers choose the
constituents to instantiate, through the Builder class.
We use the Visitor design pattern to offer a standard
mean to iterate over a model or a subset of a model, the
padl.visitor package provides default visitors. The
padl.pattern and padl.pattern.repository pack-
ages define several prototypal models of well-known
design motifs, which we can clone and parameterise,
using the Prototype design pattern.

The third layer contains several separate projects:

e Parsers for Java class-files and AOL files (PADL
JavAa and AOL CREATOR). These parsers are in-
dependent of the meta-model and new parsers for
other programming languages can be added seam-
lessly using the Builder design pattern.

e A metric computation framework (POM), in
which we use the Singleton design pattern. POM
decomposes in a set of primitives defined in terms
of the meta-model constituents. These primitives
are combined using set operators to define metrics.

e A repository of analyses based on the meta-model,
in which we use a simpler version of the Command
design pattern. An analyse is invoked on a model
of a program or of a pattern and returns a (poten-
tially modified) model when the analysis is done.
Reflection is used by the repository to build the
list of available analyses dynamically.

The Ptidej Ul Graphic Framework. Figure 2
page 5 shows a UML-like class diagram representing
the architectural layers corresponding to the PTIDEJ
UI graphic framework and PTIDEJ user-interfaces,
their main packages and classes, and the design pat-
terns used in the design.
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Figure 1. The PADL meta-model layers



As with the PADL meta-model, the diagram de-
composes in horizontal parts representing four different
layers of services: First, PTIDEJ UI; Then, PTiDEJ Ul
PriMITIVES for AWT and SWT; PTipEJ Ul VIEWER
and its EXTENSIONS; Finally, PTiDEJ Ul VIEWER
PLUGIN, APPLET, and STANDALONE.

The first layer, PTIDEJ UI, declares the graphic wid-
gets used to display models of programs and of motifs.
The Canvas class, along with the ptidej.ui.event
and ptidej.ui.canvas.event packages, handles
graphic representations of models and manages events
using the Observer design pattern. The Canvas class
accepts any implementations of the IDrawable and
ISelectable (if appropriate) interfaces, which the
ptidej.ui.kernel package provides to represent con-
stituents of the meta-model graphically. Classes in
the ptidej.ui.kernel package are independent of any
graphic library through the graphic primitives from
the ptidej.ui.primitive package, which are instan-
tiated indirectly using the Abstract Factory design pat-
tern. We use the Builder design pattern to build a
graphic representation of a model with the Builder
class. We use the Strategy design pattern to offer sev-
eral layout algorithms through implementations of the
IGraphLayout interface.

The second layer declares two implemen-
tations of the graphic primitives in package
ptidej.ui.primitive, for Java AWT and for
SWT (the graphic library particular to the ECLIPSE
platform [13]). We use the Abstract Factory design
pattern to manage instantiations.

The third layer declares user-interface utility classes,
with PTIDEJ Ul VIEWER, and offers an extension
mechanism to graphic representations of models of pro-
grams and of motifs, in PTIDEJ] Ul VIEWER EXTEN-
SIONS. The ptidej.viewer package declares state
holders for models and their graphic representations,
including micro-architectures similar to patterns. The
ptidej.viewer.event package allows broadcasting
changes to the data by applying the Observer de-
sign pattern. We use the Strategy design pattern to
build the IExtension and Repository classes and
the ptidej.viewer.extension.repository package
to offer extensions to graphic representations.

The fourth layer declares three user-interfaces, re-
spectively, as an ECLIPSE plug-in, as a Java stand-
alone program (see Figure 3 page 8), and as a Java
applet. User-interfaces are responsible for providing
a graphic-dependent canvas that forwards appropri-
ate messages to the Canvas class and for using the
correct graphic primitives concrete factory. (The ap-
plet user-interface reuses the canvas of the stand-alone
user-interface). They can implement functionalities to

build and to manage models of programs and of mo-
tifs, their graphic representations, model analyses, and
user-interface extensions.

2.3 ldioms

Idioms are language-level patterns. They are com-
monly used in many programming languages to prop-
agate “good” programming styles.

We follow idioms advocated by the Java community,
see for example java.sun.com/docs/codeconv/html/
CodeConvTOC.doc.html. In addition, we promote:

e The use of the English language in class/method/
field declarations as well as in documentation.

e A common formatting style, using the ECLIPSE
Java source code formatter.

e A consistent commenting of the code.

e Consistent naming conventions for parameters, in-
stance/local variables, class variables, and con-
stants.

e A minimality in the imports: No “star” imports.

e The declaration of all instance variables as private.

e The systematic qualification of method calls and
field accesses, using this for instance attributes

or the class-name for class attributes.

e The systematic use of the final keyword for class/
field /parameter/local variable declarations.

e The systematic use of the Iterator design pattern
rather than for loop to iterate over lists.

e The systematic use of the finally clause when
handling exceptions.

e The use of stricter compilation rules, in particular
for unused private methods/fields and unused local
variables

3 Discussions on Patterns

We now attempt to provide answers to questions re-
garding patterns from our experience in using patterns
to build a tool suite to detect patterns.
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Are the various claims related to building any
system from patterns reasonable? In our under-
standing, the claims regarding patterns and software
development concerns the flexibility, the reusability,
and the understandability of the program implemen-
tations from the developers’ point of view.

We agree that using patterns, either at architectural,
design, or language levels, makes a program implemen-
tation more flexible and reusable (ease of adding and—
or modifying behaviour of the program).

However, we are uncertain about the increase or de-
crease of understandability of the program implemen-
tation. On the one hand, with a knowledge on pat-
terns and on the patterns used in a particular imple-
mentation, a developer can grasp quickly the collabo-
rations between various parts of the program. On the
other hand, (1) developers need to be really comfort-
able with many patterns before they can take advan-
tage of their knowledge and (2) documentation does
not often describe explicitly used patterns and their
automated identification is a difficult problem.

Thus, we believe that most claims about patterns
are reasonable but others are still overrated because of
the lack in teaching and in tooling.

What do we mean when we say “systems of pat-
terns”? We think of a system of patterns as a set
of patterns that can collaborate together without too
many contradicting intents and implementations.

Thus, we believe that subsets of the design patterns
from the Gang of Four [6] form systems of patterns
because they can be used in combination without con-
flicts, for example, Abstract Factory, Builder, and Sin-
gleton. However, all the design patterns do not form a
system of patterns because of conflicting intents.

The difficulty to define systems of pattern rest prin-
cipally on the lack of formalisation of the patterns, in
particular of the “Intent”, “Motivation”, and—or “Con-
sequences” parts of pattern definitions.

Thus, we believe that the pattern community must
strive to formalise patterns better (not only their mo-
tifs, i.e., their “Solution” parts) to provide unambigu-
ous means to relate patterns with one another.

What are the various claims related to patterns
composition; Are they true? In our understand-
ing, the claims regarding pattern composition concerns
the possibility to compose patterns and the composi-
tion flexibility, reusability, and understandability.

We believe that these claims relate to systems of
patterns. Indeed, within a system of patterns, pat-
terns can be composed while retaining their qualities,

while among different systems of patterns, some pat-
terns may conflict and thus reduce flexibility, reusabil-
ity, and understandability.

We performed an experience with bachelor students
to identify design patterns in several program imple-
mentations. We obtained best results when the stu-
dents actually looked for one design pattern and then
used the “Pattern Map” in the GoF’s book to look for
other related design patterns, which comfort our idea
that composition relates to systems of patterns.

However, the concrete demonstration of pattern
composition, apart from actual experiences, requires
an extensive formalisation of patterns.

If someone would like to build a system from
patterns, how do you select patterns? We
strongly believe in the piecemeal growth of program im-
plementations [5]. A program implementation evolves
in time with maintenance and the needs for patterns
may appear and disappear, and so do patterns.

In the development of the PTIDEJ tool suite, we be-
gun with a very simple and straightforward implemen-
tation of the meta-model and, as work progressed, we
used various patterns to increase flexibility, reusability,
and understandability.

What kind of patterns should one select to build
a system from patterns? As we advocate piece-
meal growth of program implementation, we believe
that developers should use any appropriate patterns
for the task at hand.

The difficulty of such an approach resides in the pos-
sible lack of knowledge on useful patterns and, thus, in
the need of pattern education.

Is there a guideline for the selection process?
We found useful to compare possibly competing pat-
terns when selecting patterns. In particular, we use
our knowledge of patterns and a tool, DP TUTOR [12],
to assess the adequation of one pattern or another in a
specific context.

Are there any existing techniques for inte-
grating patterns into traditional development
cycles? We use and we promote two techniques
to integrate pattern in development cycle: Reverse-
engineering and refactorings.

Our tool suite assume that a better understanding
of a program implementation at the design and archi-
tectural levels helps in applying patterns and, thus, in
bringing flexibility, reusability, and understanding.



We concur with Kerievsky [11] that refactorings are
a mean to integrate patterns seamlessly with software
development cycles.

4 Position and Conclusion

Our position is that, as a community, we must pro-
mote patterns in our software development and, as im-
portantly, in our teaching. We must work on pattern
formalisation and develop tools to identify and to apply
patterns. Thus, we can promote flexibility, reusability,
and understandability—important qualities indeed—in
program implementations.

We would like to discuss the interests, opportunities,
and techniques of identifying and of detecting patterns
(semi-)automatically. We would like also to discuss
pattern education.

Also, we are concerned with the terminology sur-
rounding patterns: “leitmotiv”, “motifs”, “instance”,
“occurrence” are but a few of the terms used to talk
about patterns, most of them with no clear definition.
We believe that the community must clearly defines
these terms if we want to be able to compare related
work on a common basis.
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